**Data Structures Lab**

***Session 5***

**Course:** Data Structures (CS2001) **Semester:** Fall 2022

**Instructor:** Muhammad Ali fatmi  **T.A:** N/A

**Note:**

* Maintain discipline during the lab.
* Listen and follow the instructions as they are given.
* Just raise hand if you have any problem.
* Completing all tasks of each lab is compulsory.
* Get your lab checked at the end of the session.

**Linked List:**

Like arrays, Linked List is a linear data structure. Unlike arrays, linked list elements are not stored at a contiguous location; the elements are linked using pointers.
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**Task # 1:** Implement a SinglyLinkedList class

Singly Linked List is an important bifurcation of Linked List data structure.

It is called Singly as it holds one data member and one link member associated to each node in the list.

In order to create a SinglyLinkedList class, we first need a helper class to implement nodes. Each node object will have 3 public data members (a) Int type Key (unique to each node) (b) data (c) next pointer. Along that we will use a default constructor and a parameterized constructor of Node class to manipulate those data members.

The SinglyLinkedList class will only have a public Node type pointer variable “head” to point to the first node of the list. Together with the help of default and parameterized constructor the head’s value will be manipulated in the SinglyLinkedList class.

//Node Object

Class Node

{

//public members: key, data, next

Node ()

{

//initialize both key and data with zero while next pointer with NULL;

}

Node (int k, int d)

{

//assign the data members initialized in default constructor to these arguments.

}

};

//SinglyLinkedList Object

Class SinglyLinkedList

{

// create head node as a public member

//Default Constructor

SinglyLinkedList()

{

//initialize the head pointer will NULL;

}

//Parameterized Constructor with node type ‘n’ pointer

SinglyLinkedList (Node\* n)

{

//Assign the head pointer to value of pointer n;

}
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**Task # 2:** Add a node at the end of a Singly Linked List.

**Add a Node at the End:**

In this task, the new node is always added after the last node of the given Linked List.

For example, if the given Linked List is 5->10->15->20->25 and we add an item 30 at the end, then the Linked List becomes 5->10->15->20->25->30.   
Since a Linked List is typically represented by the head of it, we have to traverse the list till the end and then change the next to last node to a new node.
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To append a node at the end of the list, first check if the lf there exists a node already with that key or not. For that you may need a helper function inside the SinglyLinkedList class to perform the test. In case a node already exists with that key value, Intimate the programmer to use another key value to append a node. On the contrary, If the node the doesn’t exist, append a node at the end. Before that check if the list has some node or not, i.e. Check if the head pointer is null or not. If it is null, access the head and assign node n to it. Otherwise, traverse through the list to find the that node whose next is Null, i.e. the last node in the list. Then, assign the node n to next pointer of the last node. Also, make sure the next pointer of node n (new last node) is null.

//Creating a Node type helper Function named nodeExists (argument key)

Node nodeExists (int k)

{

//temporary pointer var to hold Null value;

//node type pointer to hold head pointers value;

// loop condition (Traverse through the node until the ptr variable points to null)

{

If the ptr variable’s key = passed key argument

{

//assign the pointer ptr to temp variable;

}

Else

{

//assign the pointer ptr to point to the next pointer’s value.

}

return the temp variable;

}

//Append Function

Void appendNode (Node\* n, int data)

{

//create new node and assign data to it.

//check if the head pointer points to Null or not with a condition

if (head == NULL)

{

//If it does, assign the head pointer the passed pointer ‘n’. This will put the address of node n in the head pointer.

}

// Else traverse through the list to find the next pointer holding Null as address (last node)

Else

{

if (nodeExists(n->key) != NULL ) {

// Print an intimation that a node holding passed key already exists.

}

else

{

If (head != NULL)

{

// assign the head pointer to a new pointer of type Node (say, ptr).

//loop through the list using ptr until the next of any node contains null.

//when ptr->next = NULL. Then assign the n node to ptr->next to append that node after the last found node.

}

}

}}

**Task # 3:** Add a node at the front of a Singly Linked List (Prepend a new node)

**Add a Node at the Front:**

The new node is always added before the head of the given Linked List. And newly added node becomes the new head of the Linked List.

For example, if the given Linked List is 10->15->20->25 and we add an item 5 at the front, then the Linked List becomes 5->10->15->20->25.

Let us call the function that adds at the front of the list is push ().

The push () must receive a pointer to the head pointer, because push must change the head pointer to point to the new node.
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To prepend a node, simply check if the key that is passed already exists or not, if yes, intimate the programmer to pass a new key value or else assign the new head node’s value to the next pointer of new node. Then set the new head to be the new node’s address.

//Prepending a Node.

void prependNode(Node\* n)

{

// checking the value of node's key if the node with that key already exists.

if (nodeExists(n->key) != NULL ) {

// Print an intimation that a node holding passed key already exists.

}

else

{

// new node's next is pointing to the head i.e. address of first node.

// since we have changed the head pointer's value from first node to the new node, now the new . // head will be pointing to address of new node.

}

}

**Task # 4:** Add a node after a given node in a Singly Linked List

To insert a new node after some node, create a void function named insertNodeAfter () carrying two arguments, one for the key of the node after which the insertion is to be done, the new node.

//Inserting a new node after some node.

Void insertAfterNode (key , new node)

{

//creating a node type pointer that calls nodeExists () and passes the key argument into it to check if there exists a node with this key value

Node \* ptr = nodeExists(k);

If(ptr == NULL)

{

//print a message saying no node exists with that key

}

Else

{

//check if any key with that already exists to avoid duplication

if (nodeExists(n->key) != NULL )

{

//Print an intimation that a node holding passed key already exists. Append a new node with different key value.

}

Else

{

//now the next pointer of new node will be holding the address kept in next pointer of ptr.

//assign the address of node to the next pointer of the previous node (ptr).

//print a message that anode is inserted;

}

**Task # 5**

Delete a node from a Singly Linked List

* Delete Last node
* Delete any other node

To delete a node from the linked list, we need to do the following steps.   
1) Find the previous node of the node to be deleted.   
2) Change the next of the previous node to hold the node next to the node to be deleted.   
3) Free memory for the node to be deleted.

![](data:image/png;base64,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)

void deleteNode(key)

{

// create a Node type pointer to hold head (say, temp)

// create a Node type pointer to hold previous node (say, prev)

// check if head contains the key

if (temp!=NULL && temp->key==key){

// assign next of temp to temp, which will unlink the node pointed by head

// delete the temp node

// return

}

Else{

While(temp!=NULL && temp->key != key){ // traverse the list until temp is not NULL //and temp’s key is same as the key.

// set prev to temp

// set temp to temp’s next pointer

}

If(temp == NULL){ // key not found.

// return

}

// unlink by setting temp’s next to prev’s next.

// free memory by deleting temp

}

}

**Task # 6**

Update a node in a Singly Linked List

Updating Linked List or modifying Linked List means replacing the data of a particular node with the new data. Implement a function to modify a node’s data when the key is given. First, check if the node exists using the helper function nodeExists.

void updateNode(key, new\_data)

{

// call the nodeExists function and hold the return value in a Node type pointer (say, ptr)

If(ptr!=NULL){

// set ptr’s data as new data

}

Else{

// print a message sating node does not exist.

}

}

**Task # 7**

Solve the following problem using a Singly Linked List.

Given a Linked List of integers, write a function to modify the linked list such that all even numbers appear before all the odd numbers in the modified linked list. Also, keep the order of even and odd numbers same.

Examples:

**Input:** 17->15->8->12->10->5->4->1->7->6->NULL

**Output:** 8->12->10->4->6->17->15->5->1->7->NULL

Input: 8->12->10->5->4->1->6->NULL

Output: 8->12->10->4->6->5->1->NULL

// If all numbers are even then do not change the list

**Input:** 8->12->10->NULL

**Output:** 8->12->10->NULL

// If all numbers are odd then do not change the list

**Input:** 1->3->5->7->NULL

**Output:** 1->3->5->7->NULL

|  |  |  |
| --- | --- | --- |
| **Lab5: Singly Linked List** | | |
| **Std Name: Std\_ID:** | | |
|  | | |
| **Lab1-Tasks** | **Completed** | **Checked** |
| Task #1 |  |  |
| Task #2 |  |  |
| Task #3 |  |  |
| Task# 4 |  |  |
| Task# 5 |  |  |
| Task# 6 |  |  |
| Task# 7 |  |  |

Instructor signature: \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_